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How do you build a new business application using all the current technologies and design patterns? I've been thinking about this for a while now. So, I've decided to take on the task of reinventing the wheel.
Code review is a hot-button topic for many programmers. You probably already know the arguments against. Susan Joslyn takes up the cause. Let her inspire you to make it part of your project lifecycle.
Building Monolithic programs makes sense in a stateful, telnet-based world. The web is a more API-centric place. Kevin invites us to join him in some creative perspective shifting.
RESTful encryption is a key part of modern application security. Get some insight into how Revelation makes it work for your programs.
Ever been blamed by a person in your company for the hardware and software decisions that happened before you got there? Been rewarded with a smile because they got a new computer or monitor, even if you had nothing to do with it? This article is about that.
Clif Notes: New Blood Part 4 If green-screens look out-of-date to your boss, people who spend their day on green-screens might start looking out-of-date, too. Learning new tools doesn't just make your more productive, it makes you look more productive.
NATHAN RECTOR
How do you build a new business application using all the current technologies and design patterns? I've been thinking about this for a while now. So, I've decided to take on the task of reinventing the wheel.
Why do this? There are tons of applications out there that already do accounting, inventory, manufacturing, and/or service related offerings. Why put any effort into recreating all that work?
My main reason is because it feels like no one has really tried recently. There are lot of "bolt-on" applications that are designed to work with existing LOB (Line-of-Business) software and existing accounting applications. I've even seen some open source applications out there that tried to tackle this sort of fresh approach, but they are designed narrowly, to solve a specific interface task more so than to reap the advantages of current technology and design practices. These applications work well for what they are, but stop short of what businesses will need to meet future requirements.
So, for better or worse, I'm starting an article series that goes through the practice of building an accounting application using the "API" or "Micro Services" design approach.
Since most you already have an existing, well used, and hopefully well loved, LOB application running your company, I hope you will be inspired by these articles, sessions, and code samples that will show different ways to solve the problems associated with building the next generation of LOB applications.
Spectrum published a series of articles on Inventory Management < http://intl-spectrum.com/mag/MARAPR.2006/default.aspx > some years back. Those articles asked us to re-examine that part of the business. This series will do something similar for accounting.
So for starters, what are some of the things the next generation of LOB software must have?
API and Micro Services
APIs are simple, modular routines that are designed to access specific business processes. Sometimes, APIs are just data access, but many times the APIs are accessing other APIs to do more complex tasks. We already do this, often without realizing it, when creating MultiValue BASIC subroutines.
So, APIs are those individual "access/end points" into an application that do specific functions like: Post GL, Reverse GL, Update Inventory Running Totals, Read Customer Information, and so on. Micro Services are a new concept that puts a shell around the API application development, creating an interchangeable application structure. I'll get into Micro Services and their designs later in the series.
Adaptive Interfaces for Users
Every user is different, and every user interfaces with the company in different ways. I'm not saying that every API has to be available from every interface, but a failure to adapt to different interfaces is a shortcoming of many LOB applications. Our new LOB APIs must be workable from any interface that the user has access to, within reason.
If the user wants to input data using Excel, then provide them with an interface that allows them to create, retrieve, and update from Excel. If they need mobile access, then provide a rich mobile interface. If you have a customer facing website, then provide real-time, secure interfaces to customer data. For the users that work at their desk all day, provide them a desktop application. If you have a user that just needs a dashboard, then provide them a dashboard.
You get the point. Allow the user to define how they interact with the API, never allow the API define what interfaces the user can access.
Reporting, Smart Data, and Business Intelligence
It doesn't do an application any good to store information but never do anything with it. Unfortunately, a lot of LOB applications do exactly that. They provide some BI and some reporting, but nothing really good in the way of interfaces to create Smart Data .
Interfacing with Data Lakes , Shared Data systems , or Big Data is a must for any LOB, even if there isn't a pre-identified need. Restricting yourself to just looking at the data you've collected can become a business trap, so pulling in data from other locations to enhance the information you already have is a must. Even if it is something as simple as combining what you have with data drawn from Social Media.
Interfacing with Outside Systems
Okay, this may sound like a repeat of the two above, but it is really important in its own right. B2B sources aren't just useful for the data you can import. Exchanging information with the same B2B sources is equally as important. How many times have you had to interface with other systems through some kludgy methodology to get the simplest piece of information? EDI comes to mind.
There are tons of web services out there that can process or manipulate our data better than what we can write from scratch in a reasonable amount of time. This means exporting data and importing data is a must, even when the other system has no additional data to offer. Business applications are not just about the data, but also about the business logic for processing that data.
The New Series: Starting Next Issue
I know I'm taking on a substantial task. Whatever input or help that people are willing to provide would be welcome.
SUSAN JOSLYN
Writing software is a skill that can be acquired and honed with practice. It can indeed be artful, and some people have an uncanny talent for it, but it is still a science. And just as a good novel is the creative endeavor of its author, a solid grasp of language and adherence to syntax guidelines are what make it readable.
Today's programmer must be conscious of governance, security issues, the old-fashioned notions of quality, and the ultimate business question: Is this software doing us some good? Thus, a certain amount of our attention must focus on testing and review. Test a program to see what it does. Review it to see how it does it.
Often testing is performed in a 'black box' style, meaning that the person executing the software is purposefully not aware of the mechanics, just the resulting behavior. The downside of this? After fifty years we have all seen MultiValue [ and non-MultiValue - Ed ] solutions that work great, but when you take a peek under the hood, Italian food comes to mind. Spaghetti code. And who hasn't stepped in as a contractor or a new hire and had to slog through a bunch of poorly written and inconsistently maintained software? Code review can be the cure.
There is a difference between code review and peer review, but in many ways they are the same. For one thing, in either case you want to have someone else do the reviewing; not the person who did the coding. There is nothing like a fresh pair of eyes! Peer review may be more casual and often includes a bit of unit testing, where code review, by its name alone, is about looking inside the box at the actual mechanics of the software: The source code.
In both cases it is convenient to have a checklist; and in both cases it is important to keep the checklist fairly short and flexible. Code review tends to be the more rigorous of the two processes. It is often performed by individuals who are dedicated and have, shall we say, the personality for it.
Jeff Atwood is an American software developer, author, blogger, and entrepreneur. He is known for the programming blog Coding Horror, and is the co-founder of the question-and-answer websites Stack Overflow and the Stack Exchange. Most of us know who he is; many of us respect his opinion. He recently voiced his view on this topic:
"Peer code reviews are the single biggest thing you can do to improve your code."
What is the purpose of code reviewing? To catch bugs. To insure that code is readable and maintainable — and fairly standard. To spread knowledge of the code base throughout the team as well as to get new people up to speed. It is also great for exposing programmers to different approaches and often little nuggets of wisdom. How often have you looked over another programmer's shoulder and said "I didn't know you could do that!?"
If code review is so great, why doesn't every development group have a code review stage in their lifecycle? Everything boils down to the idea that there simply isn't time . That old chestnut about a stitch in time saving nine merely inspires a snorted "prove it!" We probably can't — not on a specific basis — until the practice is implemented and metrics are reviewed. Plus, programmers resent testers, and perhaps code reviewers even more, because they (we) don't want another programmer — a peer, no less — to be looking over our work and possibly criticizing it. Yes, it's really just another pair of eyes helping you make sure your work reflects your best effort… but it feels like judgment. And hassle. We resent the idea of code reviewers having authority.
In many cases that resentment is justified. Who wants a petty tyrant running the code reviews? There are ways to relieve that pressure, of course. One way is to create a guideline or checklist, but make sure that it is not onerous. And be sure to allow it to evolve with feedback from all parties.
What might a code reviewing checklist include? The core imperative is to organize complexity. Source code should be clear and readable. The intention of the program should be revealed by looking at its source. Here are some starting points:
Once you've developed some standards it is possible to at least semi-automate some of the code reviewing functions. In PRC (gratuitous plug), a set of standards can be applied to code during the process to mark a project "development complete." Any failure to adhere to the automated standards can prevent the project from moving forward to the test phase, or whatever is next in the lifecycle.
This checklist is only a starting point. The key is to allow the checklists to evolve. Let people add, delete and refine. With their feedback also comes buy-in.
Armed with a great checklist, code reviews can be simple and quick while helping you drive up coding standards and avoid inconsistent quality.
Kevin King
Monolithic vs. API
There are countless programs and subroutines built for the telnet world. In some cases, these programs and subroutines can be thousands of lines long, many with multiple entry points and exit points. The great thing about this monolithic style is that once the program is running, it stays running until the program is finished. If the program needs to display a message, it can display a message whenever it needs. If the program needs to accept input, it can accept input at any time. When the program needs to calculate, it calculates. In the end, all the food groups of input, processing, and output are melded together into one big, monolithic meal.
Monolithic programming works great for telnet applications because once you're in the program, you stay in that program as long as it stays running and you have a solid telnet connection. For web-based applications however, there is no persistent connection and no way to keep one program running to do everything that needs to be done. For this type of programming, an API (application programming interface) may be a better approach.
With the API approach, subroutines are created for everything and each subroutine merely accepts input and produces output. API routines don't actually get the input from the user; they merely accept it. API routines don't actually display the output; they merely produce it for something else to display. A simple API routine might look something like figure 1. Notice that it does no INPUT of its own, no CRT nor PRINT; its job is simply to take the input that has been provided and produce the output. The caller of this routine can then capture input in whatever way it deems necessary and can display the output however it needs.
SUBROUTINE ADD.TWO(ANS,VALUE1,VALUE2)
*
ANS = VALUE1 + VALUE2
*
RETURN
API routines are not specific to web programming, however - they can be called both from telnet and non-telnet applications - as they have standardized inputs and outputs. Such a routine needs to know nothing about the environment in which it is called; it can take the input and produce the output completely unaware of its surroundings.
The problem with historical code is that the lines have been blurred between what a subroutine does and what a program does. Subroutines do more than simply convert input into output. Subroutines also prompt for input and produce output just like the programs that are calling them. In doing so, they are limiting their viability except in the interactive context in which they were first designed.
To get the most mileage out of subroutines, create API routines that avoid direct inputs and outputs. Subroutines should convert input to output and nothing more.
Separate Validation from Updating
When writing telnet-based screens, it's not uncommon for validation and updating to be intermingled into one coagulated mess. Start the validation, and if everything looks good, do some updates. Check a few more things, do a few more updates, rinse, repeat.
Of course, nobody we know would do this, right? Not only does this contribute to inconsistent updates, but it makes debugging harder (i.e. "How did the invoice get created without the G/L being updated?"). It prevents using the same routine in both a stateful and stateless environment.
Instead, we can write updates as API routines. Because these routines will focus on a single task — validation OR updates OR transformations — they are less likely to fail. However, if they do fail, they can fail gracefully, rolling back any changes that may have been made. Our separate API routines for validating will return information back to the caller about what is needed for the updates to be successful. The point is that by separating the parts, you can call a validation routine as many times as needed (and from any interface) and get a proper answer each time. Yet the saved information has not been affected because the updates are in a different routine. Only when everything is assured to update without incident should the update routine be called. For example, a simple validation API subroutine might look like Figure 2.
SUBROUTINE VALIDATE.UPDATE(STATUS,KEY,RECORD)
*
... extract variables from the record and read anything else that might
... be needed.
*
STATUS = 'ERROR'
IF (INV.DATE EQ '') THEN
IF (CUST.IS.ACTIVE) THEN
IF (CREDIT.LIMIT.IS.OKAY) THEN
STATUS = 'OK'
END ELSE
STATUS = 'NOLIMIT'
END
END ELSE
STATUS = 'INACTIVE'
END
END ELSE
STATUS = 'INVOICED'
END
*
RETURN
Also, consider that "update" in this context may not actually involve a change to the database. It may simply involve transformation; changing a value in a memory variable. Makes no difference, all validation should be done before any updates occur.
Lock with Care
One of the concerns with API validation like this is that at some point a record needs to be locked to be updated. Is locking a part of the validation, or is it a part of the update? The answer is, of course, "YES." In other words, locking records for update is a function of both validation and updating.
In an API approach, the validation should be responsible for locking everything that needs to be updated. It should also be in charge of unlocking when everything needing to be locked can't actually be locked. This prevents traffic jams and deadly embraces. A record that cannot be locked is unable to be updated, and that should be as effective as any other error in stopping the update. This also implies that the validation API routine needs to communicate all those locked and loaded records to an update API routine somehow. The important part is that all of the validation is done first, and once the update is assured, the update can proceed.
Managing State
In a telnet environment, we don't even think about managing state as we can hold all our variables in memory for as long as we need (or until a road crew "inadvertently" cuts our network connection). In a web environment, we can worry less about the road crew as there's no persistent connection to be lost. However, managing state is much more important in a web context to keep a conversation going between the user experience and the back-end processing.
So who is responsible for managing state? The short answer is that it shouldn't matter. When constructing applications using the API method, the same routines can be called from any number of interfaces, both stateful and stateless. As long as each routine receives the input it needs, it can produce the output that the caller requires. With these details out of the way, managing state becomes merely a detail in the process of constructing interfaces to the API routines.
Leverage the Adapter Design Pattern
Once the API routines are all in place, you can "adapt" the inputs and outputs from various contexts as needed. One adapter (calling routine) might be for the telnet application whereas another supports web, and yet another might be for a service architecture using a drop-file interface. The point is that the interface itself doesn't matter until you create the adapter.
You can create as many different interfaces into the application as needed, all using the compendium of API routines previously implemented. In the end, the adapter will hold the unique part of each user experience. All that logic in the API routines will be leveraged by each interface by flowing through the adapter. The rest of the application — daresay the majority of the code as implemented into API subroutines — can be reused by all of the interfaces.
There are several other issues to keep in mind when creating a "write once, use everywhere" application, but hopefully this establishes a foundation on which to begin the discussion.
ROBERT CATALANO
OpenInsight incorporates a new encryption service that system administrators can deploy to encrypt (on a field by field level) data in OpenInsight. The data will be encrypted at REST (Representational State Transfer) using industry standard encryption routines. Clients and the encryption service use the Windows Communication Foundation (WCF) to communicate, thus allowing the data to be encrypted in transit. Through the use of an Encryption Server (normally, but not necessarily, the same machine as the Universal Driver server), each OpenInsight workstation seamlessly and securely encrypts data for storage when written into an encrypted volume.
The metadata and actual table contents are stored on the encryption server using an AES encryption algorithm with a key size of 256 and two key iterations. For more information on this type of encryption see:
http://en.wikipedia.org/wiki/Advanced_Encryption_Standard
Configuration of the Encryption Server
One or more Windows Groups are assigned to one or more Encryption Server Roles provided with the Encryption Server. The people who can assign groups to the other roles must be members of the Role Manager groups. Members of the groups in the Server Manager roles can change the encryption settings on the server. Table Manager groups contain the people who can define or change the encryption settings on tables. Members of the groups that are in the Assign Impersonators role can programmatically set which group they wish to impersonate.
Impersonators are used when multiple different permissions are required, but all users log into Windows as the same user (e.g. the OpenInsight for Web user). Members of the groups that are in the Data Access roles are allowed to access the encryption system. Any users who are not members of these groups will not be able to connect to the encryption server.
Different Types of Encrypted Volumes: Site-specific and PASS
There are two different types of encrypted volumes. A normal Revelation Data Encryption at REST (RTIDER) is a site-specific volume that uses encryption keys which are maintained by the Encryption Server. All workstations accessing this Encryption Server can, with proper permissions, access the data. However, the tables contained in these volumes cannot be used by any other system running its own Encryption Server.
Alternatively, a volume can be defined as an RTIDER PASS (Password Authenticated Single Session) volume. To access tables in a PASS volume, the user must enter the required passphrases during table attachment. The PASS volume can be moved among different Encryption Server systems, and is thus suitable for transporting data either temporarily (for example, when copying tables between fixed systems) or permanently (for example, putting such tables on a thumb drive).
Creating a Site-specific Volume
Before encrypted tables can be created, an encrypted volume must first be defined. For a normal RTIDER site-specific volume, the CREATE_VOLUME procedure is used, with additional encryption parameters passed in as part of the "control_location" parameter:
Create_Volume( volume_name , filing_system, location, control_location, status)
The volume_name is the name of the new volume to create; the filing_system must be "RTP57E" for an encrypted volume; the location is the physical Windows directory for this volume; and the control_location contains the encryption details, in a @VM delimited string:
server_address : @VM : server_port : @VM : show_protected
The server_address is the IP address of the Encryption Server. The server_port is the port number that the Encryption Server service is "listening" on. A show_protected value of 0 indicates that encrypted fields should be blanked-out for users who do not have permissions to decrypt those fields. A value of 1 will display them in their encrypted format to those same users (Fig. 1).
Fig. 1
Creating a PASS Volume
To create a PASS volume, you must use the CREATE_VOLUME_PASS procedure:
Create_Volume_Pass( volume_name, location, control_location, passphrase, initVector, status)
The volume_name, location, and control_location are defined as above. The passphrase and initVector are the unique pieces that will be used to encrypt the information in this volume. The passphrase and the initVector are both user-defined strings or words; they should be unique to each PASS volume, but may be anything that is both memorable and easy to keep secret.
Note that, since PASS volumes require the passphrase and initVector to be specified each time they are initially accessed, you should NOT add tables (files) in the PASS volume(s) to your database definition. Instead, you must always run ATTACH_TABLE_PASS to attach, on a per-session basis , the tables in the PASS volume (Fig. 2):
Attach_Table_PASS( volume_pointer_name, tablelist, database, passphrase, initVector, status)
Fig. 2
Creating Encrypted Tables (Files)
Tables in the encrypted volume can be created using the CREATE_TABLE procedure, which has now been extended to include an additional parameter:
Create_Table(locationlist, tablename, dictflag, databaseID, tableattributeslist, protectflag, unused, unused, encryptInfo)
The encryptInfo parameter defines which fields in the table should be encrypted, which groups should be able to access the data in the table, and how keys should be processed. This parameter is an @FM delimited string containing, in order:
Field 1 (list_of_fields) contains a list of which fields should be encrypted. This list is comma-delimited, and may indicate the keyfield (0), a part of the key (0*<keypart> for example: 0*1), individual fields (by number), or indicate all fields, including the key field (-1). All (-1) is obviously exclusive. You can list individual fields "0,1,3,4", or "-1", but you cannot mix the two.
Field 2 (list_of_groups) defines which Windows groups should have access to each of the encrypted fields. This list is in the format <fieldnumber>: <groupname> {; <groupname>;<groupname>}{,<fieldnumber>...}. For each field that may be encrypted (as defined in the list_of_fields), you may specify one or more Windows groups that can access that fields' information. As above, the field number may contain "0", "0*<keypart>", field numbers, or "-1". The group names can also be "*" to indicate "all valid Windows users in this domain." An example of the list_of_groups may be "0:inventory;acctg,1:*,3:acctg,4:inventory". To cover everything for everyone use "-1:*".
Field 3: If a user attempts to update a record for which he/she does not have full permissions, the Encryption Server can either "merge" the original record's fields with the updated data, or generate an error. If field 3 (error flag) is set to "1", then an error is returned; if set to "0", then the modified data is merged with the protected fields.
If a key contains multiple parts (separated by the key delimiter "*"), it can be encrypted as a single piece of information, or each key part can be encrypted separately. If field 4 (key part flag) is set to "1", then each key part is encrypted separately; if set to "0", the entire key is treated as a single string, and the key delimiters are ignored during the encryption process.
Please note that it is specifically allowed to create a table with no encryption information in an encrypted volume. Simply pass an empty string ("") as the encryptInfo parameter. If instead you wish to create an encrypted table with the default settings, pass in a parameter with 4 fields, each of which are the empty string ("") (Fig. 3, Fig. 4, Fig.5).
Fig. 3 Choose your level of encryption
Fig. 4 Select the columns (fields) which will be encrypted
Fig. 5 Users who are not members of this group cannot view the FAX data
CHARLES BAROUCH
I hate technology. You are the face of technology. Therefore: I direct rage and contempt upon you. If you aren't the hands-on support person, ask your hands-on support people about this. Part of the disconnect between IT and the rest of the company comes from the sense that we are the personification of tech.
When I'm in the hot seat, doing support, I get questions like "Why are we using Outlook? My friend's dentist's company uses Google Mail and they don't have these problems." One of the things we need to read into this question is the assumption that we picked the software in use. A lot of people in your company will blame you for the fact that the company has whatever program or process it is that you are fixing at the moment. My favorite is when someone with twenty years in does that to me when I've been on the job for a week. They know intellectually that I couldn't have been a decider, but emotionally, for them, I am the technology.
Likewise, when I help someone who just got a bigger monitor or a faster system, I'm their hero; even if I'm just there to load AccuTerm. For most users, IT is an amorphous blob. Being part of it implies that we are experts in every bit of it and that we are the arbiters of which hardware and software have been selected.
While I can't give you everyone's list of pet peeves and genuine hot button issues, here's a non-definitive sampling from my list of techno-hate. And, for the record, I don't blame any of you for these .
10. Tech is Destroying English
I verb my nouns now. I noun my verbs. Backup used to be two words, and it was used as a verb, not a the name of a process. I use abbreviations like VPN (Virtual Private Network) and SSH (Secure SHell) as if they were verbs.
We end things by hitting Start. We execute things. And anything we don't screw up, auto-correct screws up for us.
On top of this, we've gotten the whole world to speak differently. A friend, Charlie Hoover, recently asked a group of us online to come up with a sentence that makes sense today, but which would have made no sense to us twenty years ago. Here's one: Why does the calculator I'm downloading to my phone need in-app purchase permissions?
9. Three Screening
When I was a kid, I'd talk during the TV shows and sit in rapt attention for the commercials. Now, between my laptop, TV, and phone, too much of my life is spent staring at a screen. We've become a culture of zombies thanks to our always-on tools and toys.
To be fair, I'm a willing zombie. I just put down my smartphone after returning a call, playing a game, and checking my calendar. Now I'm on my laptop, writing this, before VPNing into a client to fix a data transfer problem. After that, I might catch up on a DVR-ed TV show or two while I finish that next step on the app I'm developing.
8. No One Reads (Because They are too Busy Reading)
Reading for pleasure seems to be a lost art. Why don't people have more time for literature? They are too busy reading (Facebook, G+, Twitter, LinkedIn, et al.) to have time to read. When the social media isn't demanding our attention, the mountains of data at work does. The fact that I can now read a virtual version of a thousand-page report on my phone ends up obligating me to read a thousand-page report on my phone.
The boundaries between work time and private time are eroding. Leaving the office used to mean leaving access to mountains of paper. You couldn't be expected to bring all of that home, to sift through that much data. Now, the tools we have made it possible. Impossible had a better quality of life.
7. Glut
I speak fluent Proc, mvBASIC, Delphi, PHP, Javascript, etc. I'm passable in the C-Family (Java, C, C++, C#, Objective-C). I'm learning Python. I keep wanting to learn Dart but there aren't enough hours in a day. One size does not fit all; but seriously, how many ways do we need to write Hello World ?
There's also a format glut. Recently, I had to take Excel's (proprietary) format, convert it to (a semi-proprietary implementation of) XML, merge the results with a CSV, and validate it against a MultiValue PRODUCT table. If they'd thought to add one more format, perhaps a MySQL database to the mix, you would have heard my head explode. And this wasn't the only data transformation project I was working on that week.
Part of my livelihood comes from this chaos. Despite that, even I am tired of it.
6. Pronouncements of Death
MultiValue is dead: false. Mainframes are dead: false. Cobol is dead: false. Can we please stop bashing every tech that we feel might challenge the tech we like? As a technology journalist, I am tired of a whole category of technology reporting. Please stop telling me what six minutes worth of research — or less — has led you to conclude.
There are still millions of lines of counted flat files in use every single day. Very little in tech ever completely dies off. Photography didn't cause us to stop making oil paints and canvases. TV didn't close down every movie theater. New tech may cut into the popularity of — or even marginalize — older tech, but that's not the same as dead.
5. Techno Consumerism
Now that I no longer carry an iPhone, I find myself looking for an excuse to buy an iPad. My Android tablet is getting slow, so I want a new one. I own two (current) laptops but I still find myself looking at the sales. Now, if you'll excuse me, I still haven't finished tweaking my Raspberry Pi.
4. Electric Bills
I routinely run two laptops, a phone, a Bluetooth earpiece, a tablet, and a TV. They require a DSL modem and router. And I'm not the only person in my house. My carbon footprint is embarrassingly huge.
3. Politics
This isn't strictly a tech complaint. However, technology has made it possible for us to have a twenty-four-hour news cycle and the twenty-four-hour rumor mill. I can now read something that ticks me off about politics any time of the day or night . Even better, I'm no longer restricted to being upset about the U.S. elections because I have access to articles about political situations in every country in the world.
I'm not sure why I need to have an informed opinion on Toronto's ex-Mayor, or Australia's PM, or any number of people in the governments of England, Germany, and Greece, but I certainly have access to enough information if I wanted to form those opinions.
2. The End of Privacy
I look at a circular saw online. Next six webpages I go to, all of them about writing, suddenly have ads about — you guessed it — power tools. There are algorithms out there that think they know us. And, while they are sometimes right, well, let's just say that Amazon suggests books to me which I've written. Granted, I am interested in the books I write, but, by the same token, I probably have those books already.
Facebook stalks me. Google still wants to sell me that thing I looked at six months ago. Apple is sure that they have my musical tasted perfectly profiled. Netflix just suggested something to me that I'd never watch in a million years. We used to see the Internet as an anonymous land. All illusions of privacy are gone.
When you see an article about the NSA collecting phone records, remember that in the early days of telephones it would have been impossible. Technology is why they can sweep all that data together. The candle shop in 1885 couldn't analyze my buying trends. Now they can pay pennies per thousand clicks to suggest something I'm statistically expected to want.
And, for the record, "If you have nothing to hide, you have nothing to fear" is literally lifted from the Nazi propaganda machine. The re-emergence of comments like that terrifies me.
1. Windows 10
My new number-one hate is the way Microsoft is handling Windows 10. Mandatory updates concern me. Presently, if an update breaks an application, the vendor can warn you not to take it. With the new Windows, you'll be forced to take an update even if it puts you out of business.
I've lost work this week to Windows deciding that their update was more important than anything I was doing. I'd hit return in a word processing document, only to find that a 'reboot now' window had popped up and stolen that return. Nothing like a shutdown without an opportunity to save my work.
In my mind, if I paid for this laptop, I get to decide what the priorities are. A world where the O/S is in charge doesn't work for me.
* * *
This is why I've stopped using all technology. Except for my phone. And Syd and I need the TV (and DVD player) to catch up on Game of Thrones (no spoilers, please). And I just leveled up another character on Marvel Heroes, so I guess I need the laptop and the Internet. Maybe I should tell everyone on Twitter about how I've given up tech. I'll get to that after I install additional software that I need to support my new client. ::sigh::
Clifton Oliver
Recap
In the previous three parts of this series we've talked about the need to attract developers from the "Millennials" in order for the MultiValue database to survive. Part one discussed the problems we, as the MultiValue Community, create for ourselves when we don't think before we post in public forums: The damage done by MultiValue developers when acrimoniously airing our own opinions — supported by facts or not — about what isn't right about this MV thing. In part two, we went on to explore a bit about what it takes for an IT shop to attract Millennial-aged developers and what it takes to keep them.
Part three was probably the most likely to cause roars of disapproval and outrage. Frankly, it is a topic that I've been on about for years now and still causes traditional MultiValue developers to grab torches, tar buckets, and chicken feathers and head in my direction. I'm talking about the extremely simple expedient of not coding in all uppercase like the 1960s and '70s. The style has changed and we need to change with it.
Onward
Well, this final part in the series shouldn't be as "personal" a challenge since many of the things we will touch on are not currently being done in most MultiValue shops. That's not to say that they will be accepted. After all, the attitude of "we don't do things like that because MultiValue doesn't have to" is the usual comeback from the Cowboy Coders. But they aren't the ones who are making the company decisions and writing the checks that pay our salaries, consulting invoices, license fees for vertical applications, etc. If you weren't at the opening of this year's (2015) International Spectrum conference, you might want to sit down. This might come as a bit of a shock to you other old-timers (I include myself, and it was).
Nathan pointed out that depending on what birth date range you use to define that vague "Millennials" term, "The Millennials are Coming!" is no longer true.
The Millennials are already here , folks. They are quickly moving up into IT management. They'll be making the decisions about which databases, which tools, which developers the company is going to spend money on. And what gets thrown on the garbage heap.
Question: What's the "Right Way" to develop software?
Answer: The way the 32-year-old dude(tte) who is one, two, or more levels above you in the org chart says.
What does their idea of a modern development shop look like? It varies. But in most cases it contains a mix of the following trends.
Use of Modern Tools
Got news for some of you: The ED line editor is not a modern tool. If you aren't at least using a GUI editor (read real , not an old green-screen thing in a telnet session) you have a bulls-eye painted on you. I am absolutely stunned when I keep running across MultiValue developers still writing code with the ED editor and its variations. There are a number of great program editors out there all the way from free to "not much" in cost.
IDEs are even better. No modern developer codes, then runs, then debugs at the command line. (Though Python might be an exception. I'm still looking.) This is an area where, in my opinion, MultiValue still falls extremely short. It's getting better with some of the platform enhancements and third-party products, though. More on that in a technical article, I think.
Still doing all your reports with ENGLISH/RetrieVe/INFORM etc.? It still has its place. But Millennials expect modern reporting options. If all they see is a carry-over from the green-bar paper days, they're not going to be interested in working with it or keeping it around. Time to branch out and explore some of the other options.
The same thing holds for integrating MultiValue systems into the larger IT ecosystem of the enterprise. Too often traditional MultiValue developers haven't moved past the idea of bulk import and export of comma (or pipe or tab) separated flat files. And when the "mainstream" side of the house wants to get or send data or processing requests as XML, they are dismissed with a curt, "MultiValue doesn't do XML." (Or web services. Or JSON. Or…)
So. Tools. Get away from the TCL prompt and learn what's out there. That doesn't mean you need to learn how to call a SAX parser to process an XML document that won't fit into memory under the DOM model common in the MultiValue Basic extensions of some of the platforms. But please learn what sentences like that mean . And learn when those tools should be used. And when to call on someone else. There is no shame in knowing when to punt. Your Millennial VP will make note of that and thank you for it.
Use of Modern Methodologies
There are few MultiValue shops I've visited that have a formal testing methodology established. And by testing methodology, I am not talking about the simple, "check it out, test it, check it in" source code control — though even that is somewhat rare (but getting better, I might add). I'm talking about a catalog of established, predictable tests against a known test database with predictable results. When you don't have that, you aren't testing your changes; you're trying your changes.
So what is it that the Millennial VP expects to see (at a minimum) in a modern development shop? Why, the same thing they see in the Java, .NET, mobile web, etc. shops:
And a number of other concepts common to the Millennial developers coming out of school and submitting job applications to your Millennial boss.
"But MultiValue can't do that!"
Really? I'd suggest you go to http://intl-spectrum.com/magazine and check out the articles on those subjects in the 2014 and 2015 issues. Yes it can. And it has been done very successfully.
And don't forget about project management and development methodologies. I'm talking Agile, Scrum, Kanban, etc.
Now if you are looking for all of this to be available at no charge from the database vendor, I'm afraid you are rather out of touch. Nothing we have talked about in this series is exclusive to the MultiValue development environment (a mature product) or the database itself (mature and well proven). It's all about learning new things that tie into the MultiValue database. Or new methods that also apply to the MultiValue environment.
It is all there now. Some of it has been for years.
So what are you going to do to attract new blood to the MultiValue community?
http://www.intl-spectrum.com/mag/SEPOCT.2015/default.aspx
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